**Peer Evaluation for Lab 5 – Chapter 20**

|  |  |
| --- | --- |
| Your name: (Your lab is the one being evaluated) | **Steven Wilson** |
| Name(s) of peer evaluator(s) | **Patrick Behrens** |
| Date: | **5/20/2019** |

Instructions  
You should have already completed Lab 5. After you and a peer have evaluated your work, you will submit this evaluation along with screen shots and source code indicated in moodle. You may make corrections to your work as a result of the evaluation.

|  |  |
| --- | --- |
| ***In Class Exercises – 20-1*** | |
| Completed Exercise?   * Customer Maintenance application that allows you to search for customers, add a customer, modify a customer and delete a customer?   + MMABooksDB class has been created? Contains the method GetConnection?   + CustomerDB class has been created? Contains GetCustomer, UpdateCustomer, AddCustomer and DeleteCustomer methods?   + StateDB class has been created? Contains GetStates method? * Errors are handled appropriately? What kinds of errors are handled and how? * Screen shot of application running is included? * Source code includes 3 DB classes? | **Yes.**  **Yes.**  **Yes.**  **Yes.**  **Yes.**  **Yes.**  **Yes.**  **Yes.**  **SqlException errors are handled with a try/catch block.**  **Yes.**  **Yes.** |

|  |  |
| --- | --- |
| ***Product and ProductDB classes*** | |
| Completed Exercise?   * Product class has been created? * ProductDB class has been created? Contains GetProduct, UpdateProduct, AddProduct and DeleteProduct methods? * Each method is tested? * Errors are handled appropriately? What kinds of errors are handled and how? * Screen shot of application running is included? * Source code for the DB class is included? | **Yes.**  **Yes.**  **Yes.**  **Using a custom UI, yes.**  **Yes.**  **SqlException errors are handled with a try/catch block.**  **Yes.**  **Yes.** |

General comments and notes:

**NOTE: I took this into consideration but I really don’t know what I would comment that wouldn’t just be me repeating myself.**

**Everything seems to work. CRUD operations can be performed. Only thing could be some more comments.**

Screen Shots and Source Code

**CustomerMaintenance:**
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**MMABooksDB:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Data.SqlClient;

namespace CustomerMaintenance

{

public class MMABooksDB

{

public static SqlConnection GetConnection()

{

string connectionString = "Data Source=DESKTOP-OCKQVIP;Initial Catalog=MMABooks;Integrated Security=True";

SqlConnection connection = new SqlConnection(connectionString);

return connection;

}

}

}

**CustomerDB:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Data;

using System.Data.SqlClient;

namespace CustomerMaintenance

{

class CustomerDB

{

public static Customer GetCustomer(int customerID)

{

// Creates a connection object.

SqlConnection connection = MMABooksDB.GetConnection();

// Our SELECT statement, parameterized.

string statement = "SELECT \* FROM Customers WHERE CustomerID=@customerID;";

// The command object we're going to modify to access the database.

SqlCommand command = new SqlCommand(statement, connection);

// Adds the customerID parameter shown above.

command.Parameters.AddWithValue("@customerID", customerID);

try

{

// Opens the connection to the SQL server.

connection.Open();

// Creates the reader object so we can get the information from the SQL server.

// Also executes the statement above.

SqlDataReader reader = command.ExecuteReader(CommandBehavior.SingleRow);

if(reader.Read())

{

// Creates a new temporary customer object.

Customer customer = new Customer();

// Sets the variables of our customer object.

customer.CustomerID = (int)reader["CustomerID"];

customer.Name = (string)reader["Name"];

customer.Address = (string)reader["Address"];

customer.City = (string)reader["City"];

customer.State = (string)reader["State"];

customer.ZipCode = (string)reader["ZipCode"];

// Returns our customer object.

return customer;

}

else

{

// No object was found.

return null;

}

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

public static bool UpdateCustomer(Customer oldCust, Customer newCust)

{

SqlConnection connection = MMABooksDB.GetConnection();

// This is a 'verbatim' string literal, which appears to be quite

// similar to a template string in JavaScript. I like it.

string statement = @"

UPDATE Customers SET

Name = @newName,

Address = @newAddress,

City = @newCity,

State = @newState,

ZipCode = @newZipCode

WHERE CustomerID = @oldCustomerID

AND Name = @oldName

AND Address = @oldAddress

AND City = @oldCity

AND State = @oldState

AND ZipCode = @oldZipCode;

";

SqlCommand command = new SqlCommand(statement, connection);

command.Parameters.AddWithValue("@newName", newCust.Name);

command.Parameters.AddWithValue("@newAddress", newCust.Address);

command.Parameters.AddWithValue("@newCity", newCust.City);

command.Parameters.AddWithValue("@newState", newCust.State);

command.Parameters.AddWithValue("@newZipCode", newCust.ZipCode);

command.Parameters.AddWithValue("@oldCustomerID", oldCust.CustomerID);

command.Parameters.AddWithValue("@oldName", oldCust.Name);

command.Parameters.AddWithValue("@oldAddress", oldCust.Address);

command.Parameters.AddWithValue("@oldCity", oldCust.City);

command.Parameters.AddWithValue("@oldState", oldCust.State);

command.Parameters.AddWithValue("@oldZipCode", oldCust.ZipCode);

try

{

connection.Open();

int rowCount = command.ExecuteNonQuery();

if (rowCount > 0) return true;

else return false;

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

public static int AddCustomer(Customer newCust)

{

SqlConnection connection = MMABooksDB.GetConnection();

// SQL query that inserts a new customer with the given parameters. I think

// it's great that we're learning about parameterized queries first, though

// I do hope the book teaches WHY we're doing this. I see a lot of SQL injection

// attacks waiting to happen when browsing GitHub projects. It's a shame.

string statement = @"

INSERT INTO Customers (Name, Address, City, State, ZipCode)

VALUES (@newName, @newAddress, @newCity, @newState, @newZipCode);

";

SqlCommand command = new SqlCommand(statement, connection);

command.Parameters.AddWithValue("@newName", newCust.Name);

command.Parameters.AddWithValue("@newAddress", newCust.Address);

command.Parameters.AddWithValue("@newCity", newCust.City);

command.Parameters.AddWithValue("@newState", newCust.State);

command.Parameters.AddWithValue("@newZipCode", newCust.ZipCode);

try

{

connection.Open();

command.ExecuteNonQuery();

// Acquires the new customer's ID.

string getCustomerID = "SELECT IDENT\_CURRENT('Customers') FROM Customers;";

SqlCommand getCustomerIDCommand = new SqlCommand(getCustomerID, connection);

int CustomerID = Convert.ToInt32(getCustomerIDCommand.ExecuteScalar());

return CustomerID;

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

public static bool DeleteCustomer(Customer toDelete)

{

SqlConnection connection = MMABooksDB.GetConnection();

// Should I be placing the semicolon at the end of each

// query? I always did it in my node web servers and I

// still don't know if it truly matters.

string statement = @"

DELETE FROM Customers

WHERE CustomerID = @customerID

AND Name = @name

AND Address = @address

AND City = @city

AND State = @state

AND ZipCode = @zipCode;

";

SqlCommand command = new SqlCommand(statement, connection);

command.Parameters.AddWithValue("@customerID", toDelete.CustomerID);

command.Parameters.AddWithValue("@name", toDelete.Name);

command.Parameters.AddWithValue("@address", toDelete.Address);

command.Parameters.AddWithValue("@city", toDelete.City);

command.Parameters.AddWithValue("@state", toDelete.State);

command.Parameters.AddWithValue("@zipCode", toDelete.ZipCode);

try

{

connection.Open();

int count = command.ExecuteNonQuery();

if (count > 0) return true;

else return false;

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

}

}

**StateDB:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Data;

using System.Data.SqlClient;

namespace CustomerMaintenance

{

class StateDB

{

public static List<State> GetStates()

{

// The list we're going to return.

List<State> states = new List<State>();

// Creates a new connection to the database.

SqlConnection connection = MMABooksDB.GetConnection();

// Selects the StateCode and StateName from the States table.

string statement = "SELECT \* FROM States ORDER BY StateName;";

SqlCommand command = new SqlCommand(statement, connection);

try

{

connection.Open();

SqlDataReader reader = command.ExecuteReader();

if (reader.Read())

{

while (reader.Read())

{

State state = new State();

state.StateCode = (string) reader["StateCode"];

state.StateName = (string) reader["StateName"];

states.Add(state);

}

reader.Close();

}

else

{

return null;

}

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

return states;

}

}

}

**ProductMaintenance:**

![](data:image/png;base64,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)

**Product:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ProductMaintenance

{

public class Product

{

private string productCode;

private string description;

private decimal unitPrice;

private int onHandQuantity;

public string ProductCode

{

get => productCode;

set => productCode = value;

}

public string Description

{

get => description;

set => description = value;

}

public decimal UnitPrice

{

get => unitPrice;

set => unitPrice = value;

}

public int OnHandQuantity

{

get => onHandQuantity;

set => onHandQuantity = value;

}

}

}

**ProductDB:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Data;

using System.Data.SqlClient;

using CustomerMaintenance;

namespace ProductMaintenance

{

public class ProductDB

{

public static Product GetProduct(string productCode)

{

// I made the MMABooksDB class public for this. I'm

// not sure if that was a good idea or not.

SqlConnection connection = MMABooksDB.GetConnection();

string query = @"

SELECT \*

FROM Products

WHERE ProductCode = @productCode;

";

SqlCommand command = new SqlCommand(query, connection);

command.Parameters.AddWithValue("@productCode", productCode);

try

{

connection.Open();

SqlDataReader reader = command.ExecuteReader(CommandBehavior.SingleRow);

if (reader.Read())

{

Product product = new Product();

product.ProductCode = (string)reader["ProductCode"];

product.Description = (string)reader["Description"];

product.UnitPrice = (decimal)reader["UnitPrice"];

product.OnHandQuantity = (int)reader["OnHandQuantity"];

return product;

}

else

{

return null;

}

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

public static bool UpdateProduct(Product oldProduct, Product newProduct)

{

SqlConnection connection = MMABooksDB.GetConnection();

string query = @"

UPDATE Products SET

Description = @newDescription,

UnitPrice = @newUnitPrice,

OnHandQuantity = @newQuantity

WHERE ProductCode = @productCode

AND Description = @oldDescription

AND UnitPrice = @oldUnitPrice

AND OnHandQuantity = @oldQuantity;

";

SqlCommand command = new SqlCommand(query, connection);

command.Parameters.AddWithValue("@newDescription", newProduct.Description);

command.Parameters.AddWithValue("@newUnitPrice", newProduct.UnitPrice);

command.Parameters.AddWithValue("@newQuantity", newProduct.OnHandQuantity);

command.Parameters.AddWithValue("@productCode", oldProduct.ProductCode);

command.Parameters.AddWithValue("@oldDescription", oldProduct.Description);

command.Parameters.AddWithValue("@oldUnitPrice", oldProduct.UnitPrice);

command.Parameters.AddWithValue("@oldQuantity", oldProduct.OnHandQuantity);

try

{

connection.Open();

int rowCount = command.ExecuteNonQuery();

if (rowCount > 0) return true;

else return false;

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

public static bool AddProduct(Product newProduct)

{

SqlConnection connection = MMABooksDB.GetConnection();

string actionQuery = @"

INSERT INTO Products (ProductCode, Description, UnitPrice, OnHandQuantity)

VALUES (@newProductCode, @newDescription, @newUnitPrice, @newQuantity);

";

SqlCommand command = new SqlCommand(actionQuery, connection);

command.Parameters.AddWithValue("@newProductCode", newProduct.ProductCode);

command.Parameters.AddWithValue("@newDescription", newProduct.Description);

command.Parameters.AddWithValue("@newUnitPrice", newProduct.UnitPrice);

command.Parameters.AddWithValue("@newQuantity", newProduct.OnHandQuantity);

try

{

connection.Open();

command.ExecuteNonQuery();

// Returns whether or not the product was actually added.

string getProduct = "SELECT \* FROM Products WHERE ProductCode = @newProductCode";

SqlCommand getProductRows = new SqlCommand(getProduct, connection);

getProductRows.Parameters.AddWithValue("@newProductCode", newProduct.ProductCode);

int rows = getProductRows.ExecuteNonQuery();

if (rows > 0) return true;

else return false;

}

catch(SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

public static bool DeleteProduct(Product toDelete)

{

SqlConnection connection = MMABooksDB.GetConnection();

string query = @"

DELETE FROM Products

WHERE ProductCode = @productCode

AND Description = @description

AND UnitPrice = @unitPrice

AND OnHandQuantity = @quantity;

";

SqlCommand command = new SqlCommand(query, connection);

command.Parameters.AddWithValue("@productCode", toDelete.ProductCode);

command.Parameters.AddWithValue("@description", toDelete.Description);

command.Parameters.AddWithValue("@unitPrice", toDelete.UnitPrice);

command.Parameters.AddWithValue("@quantity", toDelete.OnHandQuantity);

try

{

connection.Open();

int rows = command.ExecuteNonQuery();

if (rows > 0) return true;

else return false;

}

catch (SqlException ex)

{

throw ex;

}

finally

{

connection.Close();

}

}

}

}

**frmProductMaintenance:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using CustomerMaintenance;

namespace ProductMaintenance

{

public partial class frmProductMaintenance : Form

{

private Product product;

public frmProductMaintenance()

{

InitializeComponent();

}

// Unfortunately, I can't make the existing code any better,

// so everything here is basically just the code from

// frmCustomerMaintenance.

private void GetProductButton\_Click(object sender, EventArgs e)

{

if(Validator.IsPresent(ProductCodeTextBox))

{

string productCode = ProductCodeTextBox.Text;

GetProduct(productCode);

if (product == null)

{

MessageBox.Show(@"

No product was found with this product code.

Try again, please.

", "Product not found");

ClearControls();

}

else DisplayProduct();

}

}

private void GetProduct(string productCode)

{

try

{

product = ProductDB.GetProduct(productCode);

}

catch(Exception ex)

{

MessageBox.Show(ex.Message);

}

}

private void ClearControls()

{

ProductCodeTextBox.Text = "";

DescriptionTextBox.Text = "";

UnitPriceTextBox.Text = "";

OnHandQuantityTextBox.Text = "";

ModifyButton.Enabled = false;

DeleteButton.Enabled = false;

ProductCodeTextBox.Select();

}

private void DisplayProduct()

{

DescriptionTextBox.Text = product.Description;

UnitPriceTextBox.Text = product.UnitPrice.ToString("c");

OnHandQuantityTextBox.Text = product.OnHandQuantity.ToString();

ModifyButton.Enabled = true;

DeleteButton.Enabled = true;

}

private void AddButton\_Click(object sender, EventArgs e)

{

frmAddModifyProduct addProductForm = new frmAddModifyProduct();

addProductForm.addProduct = true;

DialogResult result = addProductForm.ShowDialog();

if(result == DialogResult.OK)

{

product = addProductForm.product;

ProductCodeTextBox.Text = product.ProductCode.ToString();

DisplayProduct();

}

}

private void ModifyButton\_Click(object sender, EventArgs e)

{

frmAddModifyProduct modifyProductForm = new frmAddModifyProduct();

modifyProductForm.addProduct = false;

modifyProductForm.product = product;

DialogResult result = modifyProductForm.ShowDialog();

if(result == DialogResult.OK)

{

product = modifyProductForm.product;

DisplayProduct();

}

else if(result == DialogResult.Retry)

{

GetProduct(product.ProductCode);

if (product != null)

DisplayProduct();

else

ClearControls();

}

}

private void DeleteButton\_Click(object sender, EventArgs e)

{

DialogResult result = MessageBox.Show("Delete Product " + product.ProductCode + "?", "Confirm Delete", MessageBoxButtons.YesNo, MessageBoxIcon.Question);

if(result == DialogResult.Yes)

{

try

{

if (!ProductDB.DeleteProduct(product))

{

MessageBox.Show("Another user has updated or deleted that product.", "Database Error");

GetProduct(product.ProductCode);

if (product != null)

DisplayProduct();

else

ClearControls();

}

else ClearControls();

}

catch(Exception ex)

{

MessageBox.Show(ex.Message);

}

}

}

private void ExitButton\_Click(object sender, EventArgs e)

{

this.Close();

}

}

}

**frmAddModifyProduct:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using CustomerMaintenance;

namespace ProductMaintenance

{

public partial class frmAddModifyProduct : Form

{

public bool addProduct;

public Product product;

public frmAddModifyProduct()

{

InitializeComponent();

if (addProduct)

this.Text = "Add Product";

else

this.Text = "Modify Product";

}

private void AcceptButton\_Click(object sender, EventArgs e)

{

if (IsValidData())

{

if (addProduct)

{

product = new Product();

PutProductData(product);

if (ProductDB.AddProduct(product))

this.DialogResult = DialogResult.OK;

else

this.DialogResult = DialogResult.Abort;

}

else

{

Product newProduct = new Product();

newProduct.ProductCode = product.ProductCode;

this.PutProductData(newProduct);

try

{

if(!ProductDB.UpdateProduct(product, newProduct))

{

MessageBox.Show("Another user has updated or deleted that customer.", "Database Error");

this.DialogResult = DialogResult.Retry;

}

else

{

product = newProduct;

this.DialogResult = DialogResult.OK;

}

}

catch(Exception ex)

{

MessageBox.Show(ex.Message);

}

}

}

}

private bool IsValidData()

{

return

Validator.IsPresent(ProductCodeTextBox) &&

Validator.IsPresent(DescriptionTextBox) &&

Validator.IsPresent(UnitPriceTextBox) &&

Validator.IsPresent(OnHandQuantityTextBox);

}

private void PutProductData(Product newProduct)

{

product.ProductCode = ProductCodeTextBox.Text;

product.Description = DescriptionTextBox.Text;

try

{

product.UnitPrice = Decimal.Parse(UnitPriceTextBox.Text);

}

catch

{

MessageBox.Show("Invalid input for UnitPrice.", "Input Error");

}

try

{

product.OnHandQuantity = int.Parse(OnHandQuantityTextBox.Text);

}

catch

{

MessageBox.Show("Invalid input for on hand quantity.", "Input Error");

}

}

}

}